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ABSTRACT

It has been realized by the software engineering communities that software architecture
serves as an important artifact in producing quality software products. Architecture
Tradeoff Analysis Method (ATAM) proposed by Software Engineering Institute (SEI) is
considered to be a well-known methodology for evaluating software architectures.
Current research observes a lack of proper guidelines and a well-defined approach in
generation of quality attributes utility tree. This lack of standard has limited the
usefulness of this method. We proposed a quality model based on ISO 9126-1 quality
model. We support architecture evaluation using Goal Question Metric (GQM) approach
to answer the questions raised by the stakeholders to fulfill business drivers in the light of
ISO 9126-1 quality model. We also applied the method to a Case study BattleField
Control System (BCS) and performed the architecture evaluation by presenting results to

overcome the existing problem.
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Chapter | Introduction

1 Introduction

Architecture usually focuses on a set of business and technical decisions. There are many
influences at work in its design, and the realization of these influences is subject to
change according to the environment in which the architecture is required to perform. An
architect designing a system for which the low budget is allocated and short deadline is
specified will opt to take one set of decisions; the same architect, designing a similar
system in which the deadlines can be easily satisfied, will make different choices. Even
with the same requirements, hardware, support software, and human resources available,
an architect designing a system today is likely to design a different system that might

have been designed five years ago.

The purpose of architecture evaluation of software systems is to analyze the architecture
in order to identify potential risks and verify that quality requirements have been
addressed in the design. Architécture Tradeoff Analysis Method (ATAM) focuses on
understanding the consequences of architecture decisions with respect to quality attribute
requirements of the system [1]. Quality is one of the major issues [2]. This has been the
oldest practice in the software industry to predict the quality of a software product from
higher-level design [3]. Currently software architecture is considered to deal with
software quality. It has been realized by the software engineering community that
software architecture serves as an important artifact in producing quality software
products [4]. The Architecture Tradeoff Analysis Method (ATAM) defines the attribute
utility tree to provide a top down mechanism for directly and efficiently interpreting the
business drivers of the system into concrete quality attribute scenarios [1]. Non-
functional requirements, like performance, maintainability and reliability are represented
as architectural drivers. The utility tree is formed from the combination of these
architectural drivers. These quality requirements are refined into relevant attributes in
order to get a prioritized list of scenarios that serves as a plan for the remaining

architecture evaluation process.

ATAM uses one level of quality characteristics. However there is not any specific
guideline to define the utility tree. Expression of quality view and the reason for one level
of refinement is ambiguous [S5]. Attributes defined in the utility tree are measured in

terms of stimuli, parameters and responses. After having a utility tree, we see that there is
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a lack of coordination among quality characteristics, their refined attributes and resulting

scenarios which also attempt to specify measures to attributes.

The purpose of this research is to propose Metric-Oriented Quality Model (MoQaMo)
based on the ISO 9126-1 [6] framework. MoQaMo utilizes the Goal Question Metric
(GQM) approach to support software architecture evaluation by answering the
quantifiable questions raised by the stakeholders to fulfill business drivers (goals) over
the ISO 9126 framework. The work attempts to replace the utility tree used in
Architecture Tradeoff Analysis Method (ATAM) with the MoQaMo model. MoQaMo
guides the architecture evaluation process by clearly emphasizing the major quality
characteristics. This helps to identify quantifiable questions and a relevant set of metrics

derived in order to fulfill the goals.

Architectural tactics and patterns in particular explain the known properties to the
systems in which they are used. Hence, design choices that is to say, architecture are
analyzable. Given architecture, we can deduce things about the system, even if it has not

been built yet.

1.1  Background

It is better to have a right perception about the meaning of software architecture before
going into the details of architectural evaluation. Different people have taken different
meanings from software architecture. We will mention a few definitions of software
architecture prevailing in the software engineering community. There has been a wide
spread growth in the industry in the methods for software architecture evaluation. The
major purpose of any architectural evaluation methodology is to assess the candidate
architecture whether it fits according to the business and technical requirements of the

organization or not?

1.1.1 System Software Architecture

We see various schools of thought regarding the concepts of system software
architecture. Software Engineering Institute (SEI), Carnegie Mellon University has
played a tremendous role in the evolution of the field of software engineering. The

researchers have given lot of attention to the research work on software architecture at the
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Software Engineering Institute (SEI), Carnegie Mellon University. SEI has been

considered as a valuable source of knowledge in software engineering field.

We mention the definition for software architecture proposed by the software engineering
Institute. The Software Engineering Institute (SEI) defines what software architecture is.

This definition comprises of what constitutes software architecture.

“The software architecture of a program or computing system is the structure or structures of
the system, which comprises software elements, the externally visible properties of those
elements, and the relationships among them. [7] *

Software architecture forms the backbone for building successful software-intensive
systems [8]. Architecture largely permits or precludes a system's quality attributes such as
performance or reliability. Architecture represents a capitalized investment, an abstract
reusable model that can be transferred from one system to the next. Architecture
represents a common vehicle for communication among system's stakeholders, and is the
arena in which conflicting goals and requirements are mediated. The right architecture is

the linchpin for software project success. The wrong one is a recipe for disaster.

1.1.2 Software Architecture Evaluation

An organization should analyze software or system architecture, because it is a cost-
effective way of mitigating the substantial risks associated with this highly important
artifact [9]. Architectures are the blueprints for a system, and the carriers of the system's

quality attributes.

It is always cost-effective to evaluate software quality as early as possible in the life
cycle. If problems are found early, they are easier to correct a change to a requirement
specification, or design is all that is necessary. Software quality cannot be appended late
in a project, but must be inherent from the beginning, built in by design. It is in the
project's best interest for prospective candidate designs to be evaluated (and rejected, if

necessary) during the design phase.

However, architecture evaluation can be carried out at many points during a system's life
cycle. If the architecture is still embryonic, we can evaluate those decisions that have
already been made or are being considered. We can choose among architectural

alternatives. If the architecture is finished, or nearly so, we can validate it before the
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project commits to lengthy and expensive development. It also makes sense to evaluate
the architecture of a legacy system that is undergoing modification, porting, integration
with other systems, or other significant upgrades. Finally, architecture evaluation makes
an excellent discovery vehicle: Development projects often need to understand how an

inherited system meets (or whether it meets) its quality attributes requirements.

Quality in architecture is reported by the organizations that practice architecture
evaluation as a standard part of their software development life cycle. As development
organizations learn to anticipate the questions that will be asked, the issues that will be
raised, and the documentation that will be required for evaluations, they naturally pre-
position themselves to maximize their performance on the evaluation. Architecture
evaluations result in better architectures not only after the fact but before the fact as well.

Over time, an organization develops a culture that promotes good architectural design.

Most complex software systems are required to be modifiable and must exhibit high
performance. They may also need to be secure, interoperable, portable, and reliable. For
any particular system, what precisely do these quality attributes - modifiability, security,
performance, reliability - mean? Can a system be analyzed to determine these desired
qualities? How soon can such an analysis occur? How do we know if software

architecture for a system is suitable without having to build the system first?

Experience has shown that the quality attributes of large software systems live principally
in the system's software architecture. In such systems the achievement of qualities
attributes depends more on the overall software architecture than on code-level practices
such as language choice, detailed design, algorithms, data structures, testing, and so forth.
It is therefore a critical risk mitigation measure to try to determine, before a system is

built, whether it will satisfy its desired qualities.

The Software Engineering Institute (SEI) has developed several methods for analyzing
system and software architecture Active Reviews for Intermediate Designs (ARID), the
Architecture Tradeoff Analysis Method (ATAM), and the Cost-Benefit Analysis Method
(CBAM). These techniques can be used in combination to obtain early and continuous
benefits. ARID can be used to evaluate early designs or portions of designs for their
viability in satisfying stakeholder concerns. Once the software architecture is more fully

developed, the ATAM can be used to reveal how well the architecture satisfies particular
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quality attribute requirements and the risks, sensitivities, and tradeoffs involved in
satisfying those requirements. The CBAM guides system engineers and other
stakeholders to determine the economic tradeoffs associated with the architectural

decisions that result in the system's qualities.

1.2  Software Architecture as a Research Area

We observe an enormous amount of research work in the field of software architecture
during the last decade. This area has emerged as the principled study of the overall
structure of software systems, especially the relations among subsystems and
components. From its roots in qualitative descriptions of useful system organizations,
software architecture has matured to encompass broad explorations of notations, tools,
and analysis techniques. Whereas initially the research area interpreted software practice,

it now offers concrete guidance for complex software design and development.

We can understand the evolution and prospects of software architecture research by
examining the research paradigms used to establish its results. These are, for the most
part, the paradigms of software engineering. We advance our fundamental understanding
by posing research questions of several kinds and applying appropriate research
techniques, which differ from one type of problem to another, yield correspondingly
different kinds of results, and require different methods of validation. Unfortunately,
these paradigms are not recognized explicitly and are often not carried out correctly;
indeed not all are consistently accepted as valid. This retrospective on a decade-plus of
software architecture research examines the maturation of the software architecture
research area by tracing the types of research questions and techniques used at various
stages. We will see how early qualitative results set the stage for later precision,
formality, and automation and how results build up over time. This generates advice to

the field and projections about future impact. [10]

1.3  Research Agenda

A lot of research work exists in the area of software architecture evaluation and a large
number of contributions from Software Engineering Institute (SEI) at Carnegie Mellon
University, USA in this area. SEI should be called as an eminent leader in this research
domain. Many software architecture analysis methods have been developed by SEI that

has opened up many interesting areas for research. Turning the pages of recent SEI
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reports and Software Architecture conferences reveals a wealth of research directed
towards architecture analysis. Architectural Tradeoff Analysis Method (ATAM) is one of
the methodologies proposed by SEI. Our work focuses on this particular method and
offers an improved modification by providing a quality model based on a well defined
standard. We propose a quality model for this architecture evaluation method in this

thesis.

1.3.1 Objectives

We focus on the following objectives:

- An improved modification to Architecture Tradeoff Analysis Method (ATAM)
- Guidelines for generating utility tree

- Comparison between classic ATAM and the proposed MoQaMo for ATAM.

1.3.2 Approach

The selection of appropriate research methodology is an important decision in a research
project. Software engineering as a field offers many competing research paradigms and
methodologies. The methodology employed in this thesis is to develop a new method for
analysis or evaluation research paradigm. Software engineering research answers
questions about methods of development or analysis, about details of designing or
evaluating a particular instance, about generalizations over whole classes of systems or
techniques, or about exploratory issues concerning existence or feasibility. Methods of
analysis or evaluation help software engineers and architects to answer and to set their

priorities and decisions in selecting a particular product or service.

1.4 Validation of the Research

To prove MoQaMo model, we selected case study BattleField Control System (BCS).
This case study was applied by Software Engineering Institute (SEI) to a method for
software architecture evaluation; Architecture Tradeoff Analysis Method [ATAM]. We
find this case study as an authentic source of information and fits very much in the
validation of our research work. The approach to apply case study was similar to that of

SEl, Carnegie Mellon University.

1.4.1 Case Study: BattleField Control System (BCS)
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This system was proposed for army battalions to control the movement, strategy, and
operations of troops in real time in the battlefield. We divided case study into two phases.
In phase 1, we presented the ATAM basic steps along with customer business case. The
business case reflected information about the mission and its requirements. The
requirements state that the system supports a commander who commands a set of soldiers
and their equipment, including different kinds of weapons and sensors. The system need
to interface with numerous other systems. Phase 2 consisted of executing architecture
evaluation process by following MoQaMo model (replacing the utility tree in traditional
ATAM), collecting architectural approach information, exploring stakeholders’ questions
for every scenarios and then satisfying these questions by subjective and objective

metrics.

1.5 Overview of Thesis

This section provides an overview of this research thesis as follows:

Chapter 2 mainly describes the Problem Definition. Research Questions are identified

which makes the focus of the research clearer to find answers.

Chapter 3 discusses the newly devised improved modification to Architecture Tradeoff
Analysis Method (ATAM). An example is also described so as to clearly elaborate the

proposed idea.

Chapter 4 describes the application of MoQaMo model to a case study, BattleField
Control System (BCS). A set of risks, tradeoff points and sensitivity points are identified

after the evaluation of software architecture for BCS.

Chapter 5 concludes the thesis by summarizing the main findings and benefits of this

model.
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1.6 Literature Survey

This section discusses literature survey i.e. Software Quality, Software quality models,
Architecture Tradeoff Analysis Method (ATAM) and Goal Question Metric approach.

1.6.1 Software Quality

Everyone agrees that software quality is the most important element in software
development because high quality could reduce the cost of maintenance, test and
software reusing. Quality has different meanings for customers, users, management,
marketing, developers, testers, quality engineers, maintainers, and support personnel.
Many institutes and organizations have their own definitions of quality and their own
quality characteristics. The software industry is growing up daily and “it is rather
surprising that more serious and definitive work has not been done to date in the area of
-evaluating software quality” [11]. Moreover, Kitchenham (1989) notes that “quality is
hard to define, impossible to measure, easy to recognize” [12,13]. Also, Gilles states that
quality is “transparent when presented, but easily recognized in its absence” [14,15].
Furthermore, Kan (2000) explains that “Quality is not a single idea, but rather a
multidimensional concept. The dimensions of quality include the entity of interest, the
viewpoint on that entity, and quality attributes of that entity” [16]. Some organizations try
to develop standard definitions for quality. Some Definitions of international and

standard organizations are [17]:

» ISO 9126: “Software quality characteristic is a set of attributes of a software product
by which its quality is described and evaluated”.

* German Industry Standard DIN 55350 Part 11: “Quality comprises all
characteristics and significant features of a product or an activity which relate to the
satisfying of given requirements™.

* ANSI Standard (ANSI/ASQC A3/1978): “Quality is the totality of features and
characteristics of a product or a service that bears on its ability to satisfy the given

needs”.

ISO/IEC 9126-1 defines a quality model as a framework which explains the relationship
between different approaches to quality" [18]. A quality model decomposes in

hierarchical elements. An approach to quality is to decompose quality in Factors, Sub-
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factors, and criteria. Evaluation of a program begins with measuring each quality criteria
with numerical value from metrics. Then, each quality sub-factor is assessed using their
criteria. Finally, numerical values are assigned to quality characteristics from their quality

sub-factors. Figure 1.1 presents a meta-model of the relationships among quality model
elements.

Quality Model
Quality Factor |« Quality Factor
%

Y N B

g %eo'é E»@b“ E

g P & 2

2 R sé;

. 2

4
Quality Criteria k; Quality Factor
Measured

l

System

Figure 1.1: Relationship among Quality model Components
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1.6.2 Software Quality Models

Several quality models have been defined by different people and organizations. In the

following, we summarize briefly some of
the most standard and well known quality

models.

1.6.2.1 McCall’s Model (1977)

McCall’s model (See Figure 1.2) for
software quality combines eleven criteria
around product operations, product
revisions, and product transitions. The main
idea behind McCall’s model is to assess the
relationships among external quality factors
and product quality criteria. McCall’s Model
is used in the United States for very large
projects in the military, space, and public
domain. It was developed in 1976-7 by the
US Air- force Electronic System Decision
(ESD), the Rome Air Development Center
(RADC), and General Electric (GE), with
the aim of improving the quality of software

products [17].

One of the major contributions of the
McCall model is the relationship created
between quality characteristics and metrics,
although there has been criticism that not all

metrics are objective. One aspect not

Traceability |

Completeness |

Correctness

Consistency |

Accuracy |

Relaibaility

lr Error tolerance J

Execution efﬁciencﬂ

Efficiency

Storage Efficiency |

Access Control J

Integrity Access Audit I
Operability |

Hsabalty Training |
Communicativenes}

Simplicity |

Conciseness |

Instrumentation l

Flexibility

Self-descriptivenesy

Expandability |

Portability

Generality |

Modularity |

Software System independeb

Interpretability

Machine independence I

Communication Commonelij)

Data Commonality|

Figure 1.2: McCall’s Quality Model

considered directly by this model was the functionality of the software product [19].

The layers of quality model in McCall are defined as [20]:

* Factors. » Criteria. » Metrics.
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1.6.2.2 Boehm’s Model (1978)

Boehm added some characteristics to McCall’s model with emphasis on the
maintainability of software product. Also, this model includes considerations involved in
the evaluation of a software product‘ with respect to the utility of the program, The
Boehm model is similar to the McCall model in that it represents a hierarchical structure
of characteristics, each of which contributes to total quality. Boehm’s notion includes
user’s needs, as McCall’s does; however, it also adds the hardware yield characteristics

not encountered in the McCall model” [19].

However, Boehm’s model (See Figure 1.3) contains only a diagram without any
suggestion about measuring quality characteristics. The layers of quality model in Boehm
are defined as [20]:

* High-level characteristics.

* Primitive characteristics.

Device independence

]

Portabity Self-Containedness |

Accuracy ]

Reliability Completeness |

Robustness |

General Utility Asis utility Efficiency Consistency |
Accountability |

Human Engineering Device Efficency |

Accessibility |

Testability Communicativeness |

Maintainability Seff Descriptiveness |
- Understandability Structuredness |
Conciseness |

Modifiability Legiity |

Augmentability |

Figure 1.3: Boehm’s Quality Model
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1.6.2.3 ISO/IEC 9126 (1991)

With the need for the software industry to standardize the evaluation of software products
using quality models, the ISO (International Organization for Standardization) proposed a
standard which specifies six areas of importance for software evaluation and, for each

area, specifications that attempt to make the six areas measurable.

One of the advantages of the ISO 9126 model (See Figure 1.4) is that it identifies the
internal characteristics and external quality characteristics of a software product.
However, at the same time it has the disadvantage of not showing very clearly how these

aspects can be measured [19].

Suitability

Accuracy

Interoperability

Functionality

Maturity

Fault tolerance

|
|
|
Security |
|
|
|

Reliability Recoverability

Understandability J

Learnability J

Usability

Operability |

Time behavior |

Efficiency Resource behavior |

Analyzability

Changability

Maintainability Stability

Adaptability

Portability

Installbility

Conformance

AN AN N IN INS

|
|
|
Testability |
|
|
|
|

Replaceabifity

Figure 1.4: ISO/IEC 9126 Quality Model



[

cnm lmen s

Chapter | Introduction

1.6.3 Architecture Tradeoff Analysis Method (ATAM)

The ATAM is an analysis method organized around the idea that architectural styles are
the main determiners of architectural quality attributes. The method focuses on the
identification of business goals which lead to quality attribute goals. Based upon the
quality attribute goals, we use the ATAM to analyze how architectural styles aid in the

achievement of these goals.
Purpose

The purpose of the ATAM is to assess the consequences of architectural decision
alternatives in light of quality attributes. The method ensures that the right questions are

asked early to discover

- risks: alternatives that might create future problems in some quality attribute
- sensitivity points: alternatives for which a slight change makes a significant
difference in a quality attribute

- tradeoffs: decisions affecting more than one quality attribute

The ATAM is intended to analyze architecture with respect to its quality attributes, not its
functional correctness. It involves a wide group of stakehoiders (including managers,
developers, maintainers, testers, end users, and customers) in an effort to surface the
relevant stakeholders’ quality goals for the system. It is a method for mitigating
architecture risks, a means of detecting areas of potential risks within the architecture of a
complex software intensive system, and not a precise mathematical analysis. As such, the
ATAM can be done early in the software development life cycle, and it can be done

inexpensively and quickly.

It does not need to produce detailed analysis of any measurable quality attribute of a
system (such as latency or mean time to failure) to be successful, but it instead identifies
trends where some architectural parameter is correlated with a measurable quality

attribute of interest.
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Steps

The ATAM process consists of nine steps, as is briefly presented. Sometimes there must
be dynamic modifications to the order of steps to accommodate the availability of
personnel or architectural information. Although the steps are numbered, suggesting
linearity, this is not a strict waterfall process. There will be times when an analyst will
return briefly to an earlier step, or will jump forward to a later step, or will iterate among
steps, as the need dictates. The importance of the steps is to clearly delineate the activities
involved in ATAM along with the outputs of these activities. Figure 1.5 shows steps of
ATAM in four phases.

PHASE |
Scenario &
Reguirements
Gathering

PHASE WV
Tradeofts

Analysas

PHASE Il PHASE 1l
Modei Bullding Architectural Views
& Analyses & Scenario Realization

Figure 1.5: Steps of the Architecture Tradeoff Analysis Method

Step 1 - Present the ATAM

In this step the evaluation team lead presents the ATAM to the assembled stakeholders to
explain the process that everyone will be following, allows time to answer questions, and
sets the context and expectations for the remainder of the activities. It is important that
everyone knows what information will be collected, how it will be scrutinized, and to

whom it will be reported. In particular, the presentation will describe
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- ATAM steps in brief

- Techniques that will be used for elicitation and analysis: utility tree generation,
architectural approach-based elicitation/analysis, and scenario
brainstorming/mapping.

- Outputs from the evaluation: the scenarios elicited and prioritized, the questions
used to understand/evaluate the architecture, a “utility tree”, describing and
prioritizing the driving architectural requirements, set of identified architectural
approaches and styles, set of risks and non-risks discovered, set of sensitivity

points and tradeoffs discovered.
Step 2 - Present Business Drivers

The system to be evaluated needs to be understood by all participants in the evaluation. In
this step the project manager presents a system overview from a business perspective.
The system itself must be presented, initially at a high level of abstraction, typically

describing its

most important functional requirements

- technical, managerial, economic, or political constraints
- business goals and context

- major stakeholders

- architectural drivers (major quality attribute goals that shape the architecture)
Step 3 - Present Architecture

The architecture will be presented by the lead architect (or architecture team) at an
appropriate level of detail. What is an appropriate level? This depends on several factors:
how much information has been decided upon and documented? How much time is
available? How much risk the system faces? This is an important step, as the amount of
architectural information available and documented will directly affect the analysis that is
possible and the quality of this analysis. Frequently the evaluation team will need to
specify additional architectural information that is required to be collected and

documented before a more substantial analysis is possible.

In this presentation the architecture should cover:
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- Technical constraints such as an OS, hardware, or middleware prescribed for
use

- Other systems with which the system must interact

- Architectural approaches used to meet quality attribute requirements.

- At this time the evaluation team begins its initial probing of architectural

approaches.
Step 4 - Identify Architectural Approaches

The ATAM focuses on analyzing architecture by understanding its architectural
approaches. In this step they are identified by the architect, and captured by the analysis
team, but are not analyzed. We concentrate on identifying architectural approaches and
architectural styles because these represent the architecture’s means of addressing the
highest priority quality attributes; that is, the means of ensuring that the critical
requirements are met in a predictable. These architectural approaches define the
important structures of the system and describe the ways in which the system can grow,

respond to changes, withstand attacks, integrate with other systems, and so forth.
Step 5 - Generate Quality Attribute Utility Tree

In this step the evaluation team works with the architecture team, manager, and customer
representatives to identify, prioritize, and refine the system’s most important quality
attribute goals, this is a crucial step in that it guides the remainder of the analysis.
Analysis, even at the level of software architecture, is not inherently bound in scope. We
need a means of focusing the attention of all the stakeholders on the aspects of the
architecture that are most critical to the system’s success. We do this by building a utility
tree. The output of the utility tree generation process is a prioritization of specific quality
attribute requirements, realized as scenarios. This prioritized list provides a guide for the
remainder of the ATAM. It tells the ATAM team where to spend its limited time, and in
particular where to probe for architectural approaches and their consequent risks,
sensitivity points, and tradeoffs. Additionally, the utility tree serves to concretize the
quality attribute requirements, forcing the evaluation team and the customer to define

their “Utility” requirements precisely.
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Step 6 - Analyze Architectural Approaches

Once the scope of the evaluation has been set by the utility tree elicitation, the evaluation
team can then probe for the architectural approaches that realize the important quality
attributes. This is done with an eye to documenting these architectural decisions and

identifying their risks, sensitivity points, and tradeoffs.
Step 7 - Brainstorm and Prioritize Scenarios

Scenarios are the motor that drives the testing phase of the ATAM. Generating a set of
scenarios has proven to be a great facilitator of discussion and brainstorming, when

greater numbers of stakeholders are gathered to participate in the ATAM
Step 8 - Analyze Architectural Approaches

After the scenarios have been collected and so analyzed, the architect then begins the
process of mapping the highest ranked scenarios onto whatever architectural descriptions
have been presented. Ideally this activity will be dominated by the architect’s mapping of
scenarios onto previously discussed architectural approaches. In fact the whole point of
the hiatus between the two phases is to ensure that this is the case. If this is not the case
then either the architect has no approach- or style-based (and hence no architecture-wide)
solution for the stimulus that the scenario represents, or the approach exists but was not

revealed by any activities up until this point.
Step 9 - Present Results

Finally, the collected information from the ATAM needs to be summarized and presented
back to the stakeholders. This presentation typically takes the form of a verbal report
accompanied by slides but might, in addition, be accompanied by a more complete
written report delivered subsequent to the ATAM. In this presentation we recapitulate the
steps of the ATAM and all the information collected in the steps of the method including:
the business context, driving requirements, constraints, and the architecture. Most

important, however, is the set of ATAM outputs:

- the architectural approaches/styles documented

- the set of scenarios and their prioritization
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- the set of attribute-based questions
- the utility tree

- the risks discovered

- the non-risks documented

- the sensitivity points and tradeoff points found

ATAM Strengths and Weaknesses
According to Mugurel et al [21], the strengths of the ATAM are:

- Stakeholders understand more clearly the architecture.
- Improved software architecture documentation. In some cases the architecture
documentation must be recreated.

- Enhanced communication among the stakeholders.

The remarks of ATAM are:

- Requires detailed technical knowledge

- Doesn’t look easy to me.

The problem with scenario based approach is that it will have scenarios haven’t
considered. What do we do about these? Will this in fact create risk by itself? Consider a
software team done a good software architecture evaluation process, and it is perfect.
Two months down the track, a scenario became an important one that hadn't been
considered before, what happens next? Same old story, re-do the architecture again,
maybe. It can be argued that evaluation process is to minimize the risk, event though the
risk is always there. However, the point is that the fundamental problem of scenario

based evaluation method is that it will have scenario haven't considered.

ATAM seems shifting the focus of analysis towards estimating risks and uncertainty
associated with the system's requirement, architectural decisions and strategies a great

step forward.

The ATAM is general, so that it can apply to all application system. At the same time,
because it is general, we found that event it is not too difficult to apply, but some

information might be missing in some problem domain.
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1.6.4 The Goal Question Metric Approach

The Goal Question Metric (GQM) approach is based upon the assumption that for an
organization to measure in a purposeful way it must first specify the goals for itself and
its projects, then it must trace those goals to the data that are intended to define those
goals operationally, and finally provide a framework for interpreting the data with respect
to the stated goals. Thus it is important to make clear, at least in general terms, what
informational needs the organization has, so that these needs for information can be
quantified whenever possible, and the quantified information can be analyzed whether or
not the goals are achieved. The Conceptual Model for GQM approach is presented in
Figure 1.6

The approach was originally defined for evaluating defects for a set of projects in the
NASA Goddard Space Flight Center environment. The application involved a set of case
study experiments [22] and was expanded to include various types of experimental
approaches [23)]. Although the approach was originally used to define and evaluate goals
for a particular project in a particular environment, its use has been expanded to a larger
context. It is used as the goal setting step in an evolutionary quality improvement
paradigm tailored for a software development organization, the Quality Improvement
Paradigm, within an organizational framework, the Experience Factory, dedicated to
build software competencies and supplying them to projects. The result of the application
of the Goal Question Metric approach application is the specification of a measurement
system targeting a particular set of issues and a set of rules for the interpretation of the

measurement data. The resulting measurement model has three levels:

1. Conceptual level (GOAL): A goal is defined for an object, for a variety of reasons,
with respect to various models of quality, from various points of view, relative to a

particular environment. Objects of measurement are

- Products: Artifacts, deliverables and documents that are produced during the
system life cycle; e.g., specifications, designs, programs, test suites.

- Processes: Software related activities normally associated with time; e.g.,

- specifying, designing, testing, interviewing,.

- Resources: Items used by processes in order to produce their outputs; e.g.,

personnel, hardware, software, office space.
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2. Operational level (QUESTION): A set of questions is used to characterize the way the
assessment/achievement of a specific goal is going to be performed based on some
characterizing model. Questions try to characterize the object of measurement (product,
process, resource) with respect to a selected quality issue and to determine its quality

from the selected viewpoint.

3. Quantitative level (METRIC): A set of data is associated with every question in order to

answer it in a quantitative way. The data can be

Objective: If they depend only on the object that is being measured and not on the
viewpoint from which they are taken; e.g., number of versions of a document, staff hours

spent on a task, size of a program

Subjective: If they depend on both the object that is being measured and the viewpoint

from which they are taken; e.g., readability of a text, level of user satisfaction.

Conceptual Level

Measurement goals involve
products, processes and / or Goal 1 Goal 2
resources

Operational Level

Questions Try to characterize the
object to measurement in the context | Question Question] Questior] Questiol Question
of quality issue from a particular
viewpoint,

Quantitative Level

Associated with every questions is
a set of data , either subjective or
objective that helps provides a Metric Metric Metric Metric Metric Metric
quantitative answer

Figure 1.6: The GQM Paradigm
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2 Problem Definition

The study addresses an important problem identified in the Architecture Tradeoff Analysis
Method (ATAM). It attempts to specify the problem Statement, specific object and
approached used for solving the problem. Architecture Tradeoff Analysis Method is
defined in order to assess the effect of architecture decisions in the light of Quality attribute
requirements. ATAM does not give any path to approach a well-defined structure of quality

attributes. We shall try to answer the questions given below:

- Defining a quality attribute utility tree proved to be difficult, time consuming and
tedious task.
- Lack of clear guidelines of how to build up such a tree hindered and slowed down

the discussion.

2.1  Hypothesis

The primary measure of success of a software system is the degree to which it meets the
purpose for which it was intended. It is said that Software Architecture is a key business
asset for an organization and architecture is key practice for that organization. This is
because architectures are complex and involved many design tradeoffs (ATAM). There are
a number of inherent difficulties in this process. Architectural analysis involves the
participation of many stakeholders that may include developers, customers, users,
architects and project Managers. The output of utility tree generation process is a long list
of scenarios that, must realize the quality attributes. It has been clearly stated in research
area that output from utility tree serves as a foundation for the remaining part of
Architecture Tradeoff Analysis Method. Therefore, lack of guidelines for generating a
utility tree could result in the ambiguous and uncertain result. It is important to have a very
sound framework (a long list of scenarios along with response measures) to arrive at right
architectural decisions in the light of quality attributes. The quality of software architecture
may be more realistic if the architecture analysis is supported with a well-defined software

measurement approach.
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Software metrics may help to draw the real picture of software architecture by defining
functional and non-functional requirements in terms of scenarios. High involvement of
stakeholders in an architectural analysis, which is explicitly based on, standardized
procedures and approaches may definitely results in getting the right set of architectural

decisions.

2.2  Problem Scope

Architecture Tradeoff Analysis Method (ATAM) is considered to be a well-known
architectural evaluation approach. When evaluating an architecture using ATAM, The goal
is to understand the consequences decisions with respect to the quality attributes
requirements of the systems. The ATAM is intended for analysis of architecture with

respect to its quality attributes.

Generation of quality attribute utility Tree is an important step in ATAM as it helps to
guide the architecture evaluation process. Utility tree provides a top-down mechanism for
directly and efficiently translating the business drivers of a system into concrete quality
attribute scenarios. We identified a problem in the utility tree structure. In classic ATAM,
the utility tree has been defined upon the concept of quality attribute characterization. With
quality attribute characterization, every quality attribute is realized in terms of external
stimuli, architectural decision and response measure. Lack of proper guidelines resulted in
identifying the right set of external stimuli, architectural decisions and response measures.
Architectural evaluation team experienced difficulty in deriving scenarios which is the
ultimate out of the utility tree. If quality attribute characterization is the principle logic to
establish the framework for utility tree generation, then we propose a quality model. The
quality model provides us with the set of guidelines for the achievement of detailed and
unambiguous scenarios. Every scenario is supported with its response measure. These

measurements help to realize quality attributes.

In ATAM, the evaluation approach is supported by the scenarios based analysis. Each
quality characteristics is refined into its corresponding sub- characteristics and then a
scenario gives the definition and measure for those specific quality sub-characteristics. This

measurement approach focuses to measure specific quality characteristics from one
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possible perspective. We also observed that metric assignment to the quality characteristics

is not based on a well define approach.

2.3 Problem Statement

“ATAM uses one level of quality characteristics. However there is not any specific
guideline to define the utility tree. An expression of quality view and the reason for one
level of refinement is ambiguous. Attributes defined in the utility tree are measured in
terms of stimuli, parameters and responses. After having a utility tree, we see that there is a
lack of coordination among quality characteristics; their refined attributes and resulting
scenarios which also attempt to specify measures to attributes. According to AVG case
study, it is found difficult to come up with a quality attribute utility tree. Furthermore it
preparation is time consuming and tedious. Without clear guidelines, there occur obstacles
in building up such a tree. A quality model is proposed that takes the support of software
metrics to clearly identify the architectural decisions and their consequences in the light of

quality attribute requirements.”

This problem statement provides a base line for that research. The proposed quality model

will provide a comprehensive solution to remedy of the mentioned problem.

We used Goal Question Metric (GQM) approach to specify the measures for quality
attributes. The measures can be subjective as well as objective. We do not get the measures
from ISO quality model because in that case we will skip the exploration of scenarios. We
prefer to use GQM approach as it would give us the measures that could serve as the
response measures for the new explored scenarios. This way, we are attempting to
strengthen the quality attribute characterization process which serves as the basic concept
of utility tree creation. Metrics help to arrive at the right architectural decisions because
metrics are derived from the questions raised by the stakeholders. GQM approach requires
the involvement of stakeholders in architecture evaluation process. Thus the model sticks to
the basic philosophy of ATAM and helps to carry out architecture analysis while keeping

participant’s interest in focus.
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2.4  Significance of the Research

This research attempts to offer an improvement to an existing architecture evaluation
model ATAM. This model would make it more realistic to arrive at right architectural
decisions. This model is based on a well-defined software quality standard ISO 9126.
Therefore it paves the way to carryout architecture analysis that assists in getting a quality
software product. The standard model encourages software professionals to follow a
standard quality model, which is clearly defined and elaborated. Architecture evaluation
carried out by one team would be fully understandable to another team if both teams follow
MoQaMo model. In research area, we do not see any such model that offers an improved

modification to a famous model ATAM.
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3 Proposed Solution

Proposed Metric-Oriented Quality Model (MoQaMo) is based on the ISO 9126-1 standard.
The model is designed with a view to support evaluation of architecture using ATAM. The
model guides in the process of architecture evaluation. We do not attempt to replace the
architecture tradeoff analysis method (ATAM) but we proposed a modification to this
method. For any evaluation process, it is necessary to have well-defined evaluation criteria.
Evaluation criteria helps to identify what characteristics of the target (architecture to be
evaluated) are of interest for evaluation purposes [24]. One of the steps in ATAM is the

generation of the quality attribute utility tree. This utility tree serves as evaluation criteria

~ for discovering architectural risks associated with architectural approaches. The utility tree

in ATAM is elicited by focusing on the business drivers. Business drivers represent the
goals that have to be achieved. In practice, we see that major quality characteristics like
performance, maintainability, portability, etc. are captured as business drivers and put in
the utility tree to define evaluation criteria. We also observe that these major characteristics
are refined into sub-characteristics without any guiding principle. The definition of quality
attributes is only supported through scenarios only, which are gathered from stakeholders.
The quality attributes get different definitions each time they are applied within ATAM.
Due to varying interpretations of these quality attribute requirements, the usefulness of

ATAM becomes limited within the software industry. It is seen that the same quality

. attribute names vary from evaluation to evaluation. One organization’s “maintainability” is

another organization’s “changeability”. Reliability and availability are often interchanged
[7]. It proved to be difficult, time-consuming and disappointing to come up with a utility
tree. A lack of clear and concrete guidelines hindered the generation of a quality attribute
utility tree [25]. As a result, communication among stakeholders, which is a crucial activity
of ATAM, was badly affected.

MoQaMo Model is proposed with a view to bring an improved modification in ATAM. We
attempt to replace the utility tree by the proposed model. MoQaMo is based on the ISO
9126 standard. This model incorporates all the major six characteristics and their respective

sub-characteristics. These quality characteristics define the scope of evaluation criteria,
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which support the architecture evaluation team in an organized and systematic manner. The
quality attributes are taken from the ISO 9126-1 quality model because these describe the

high-level characteristics in a more relevant way and guide to achieve the quality of a

~ software product within a well-defined scope. High-level quality characteristics can be

represented as architectural drivers. High-level quality characteristics are refined into their
corresponding sub-characteristics. Sub-characteristics for each major quality charactcristic
explain its meaning and purpose. Measures are derived for these sub-characteristics. It is
clear that the purpose of ATAM is to evaluate the consequences of architectural decisions
in the light of architectural drivers. We consider these architectural drivers as architcctural
goals. If the quality factor which is serving as architectural or business driver is not found
in the ISO quality model, then we recommend utilizing Goal Question Metric approach.
GQM methodology treats the quality factor as a goal and helps us to produce relevant
scenarios along with the response measures. We prefer to use the measures for these quality

characteristics obtained from the GQM method rather than ISO quality model. ISO quality

" model gives us the opportunity to derive measures for internal quality characteristics. But

doing so would avoid us in getting scenarios which is very important output of utility tree
process. In both the cases whether the required quality factor is found in ISO 9126 model

or not, we prefer GQM method in getting to the scenarios.

'

O~ We support our proposition by giving a few justifications for employing the ISO quality
O~
S~ model and GQM method:

Justifications

ISO 9126 Quality Model:

1- ISO 9126 is an international standard for the evaluation of software.

2- ISO 9126 Part one, referred to as ISO 9126-1 is an extension of previous work done
by McCall (1977), Boehm (1978), FURPS and others in defining a set of software

quality characteristics.
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3.

The fundamental objective of this standard is to address some of the well known
human biases that can adversely affect the delivery and perception of a software
development project.

In ATAM, we evaluate software architecture on the basis of quality characteristics.
ISO model serves to be the best tool because it gives a complete quality model.

ISO 9126 model is product-oriented, focusing the product external quality
characteristics that must be accomplished when the product is in operation.
However, the internal characteristics, which influence the external ones are taken
into account. These internal characteristics arise during the development process
and can be used to evaluate the architecture, which is a sub-product of the

development process.

Goal Question Metric Approach

1-

Goal Question Metric approach is used for the transformation of quality factors into
the scenarios.

With GQM, users are not restricted to the predefined meaning of quality
characteristics specified in ISO 9126 quality model. Rather, they can generate
scenarios from GQM approach.

Stakeholders can derive meaning to the quality attributes according to their
requirements and context.

If there does not exist the quality attribute in the pool of quality attributes provided
in ISO 9126 quality model, then the stakeholders can take advantage of the GQM
approach. Stakeholders may pick quality attributes from ISO quality model
according to the business driver and apply the GQM approach 1o describe it in

detail.

- To equip our model with the ability to define appropriate metrics, the Goal Question Metric

(GQM) approach [26] has been applied. This approach is based on the assumption that

organization must specify the goals for itself and its projects, then it must trace those goals
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- operationally and finally provide a framework for interpreting the data with respect to the

stated goals.

We identify business goals that need to be achieved in the desired software product. These
goals usually refer to functional and non-functional requirements of software. The goals are
defined under the light of ISO quality model. That is, high level quality characteristics help
us to define and document the goals in a clear context. Once we have a set of well-defined
goals for software. We then, start exploration of scenarios. Stakeholders of the software
system are prompted to raise questions in order to achieve the goals. Questions raised are
answerable and metrics are derived to answer questions. The answers take the form of
subject and objective metrics. The more the relevant questions are raised, the more the
~ chance are to achieve goals. Scenarios are elicited to explore the system. These scenarios
help to identify those questions which pave the way for achievement of goals. The goals
are defined by focusing on high-level quality characteristics and their refined sub-
characteristics. Thus quality of the product is achieved by identifying goals on the basis of
software quality dimensions. Metrics are devised to answer these questions. Thus metrics
are assigned indirectly to internal quality attributes. Questions are always raised by tracing
sub-characteristics. MoQaMo model develops close coordination among high level quality
characteristics, sub-characteristics, questions, scenarios and metrics. Thc sub-
characteristics serve as the goals if the quality factors exist in ISO 9126 quality modcl. If
they do not exist then high level characteristics will be become the goals and would results
_ in refined sub-characteristics as well as scenarios. This coordination highly supports the
architecture evaluation process. MoQaMo model involves the participation of stakeholders
in this process and provides the opportunity to take correct architectural decisions while

keeping focus on stakeholders’ interest towards the system.

3.1 Conceptnal Model with respect to ATAM

From the conceptual model as shown in Fig. 3.1 we see that business drivers are trcated as
goals. The architecture evaluation process is exercised to attain these goals. The high-level

quality attributes follow the structure provided by the ISO 9126 standard.
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Figure 3.1: MoQaMo Conceptual Model with respect to ATAM

~ The well-defined structure of the ISO 9126-1 quality model motivates to use quality
characteristics in the MoQaMo model. These quality characteristics in ISO 9126 are
structured with a view to ensure quality of software products. The sub-characteristics
(internal quality attributes) help to identify quantifiable questions, which are asked in order
to fulfill goals (high-level quality characteristics). The application of the MoQaMo Model
appreciates the involvement of stakeholders in the architecture evaluation process.
Questions are raised by the stakeholders in order to observe whether architcctural
approaches address quality attributes in question or not. In ATAM, we see that quality
attributes are defined and covered up by the elicitation of scenarios, that is, scenarios define
the context of quality attributes according to the evaluating system. These scenarios pave
the way for quantifiable questions to be asked according to relevant sub-characteristics.
~ Once all the relevant questions are defined for a particular goal, metrics have to be
specified in order to answer the quantifiable questions. Each question can be answered with
a single or multiple metrics. After having a collection of metrics, we can start analyzing the
architecture with the candidate architectural approaches and can assess the consequences of
architectural decisions. This particular suite of metrics helps to take justifiable architectural

decisions. The analysis which is a core process in ATAM gets improved due to high
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involvement of stakeholders, a well-defined evaluation criteria and availability of
appropriate set of metrics. The same metrics can be used in order to answer diffcrent

questions for the same goal.

3.2  Conceptual Model with respect to GQM approach

We also propose another conceptual model [Fig. 3.2] for MoQaMo with respect to the
GQM approach that shows its different components and the interaction among them.
- Quality characteristics are refined into sub-characteristics. The set of Sub-characteristics
provide the field where relevant scenarios can be defined. Scenarios and sub-characteristics
help to define scope of questions which are to be raised by the system’s stakeholders.
Stakeholders play an important role in the execution of ATAM. Stakeholders use to ask
questions about system working from the dimensions they expect the system to work. The
end-user of software system is always interested to have a software which is easy to learn
and easy to use. So he would be raising questions by taking ‘“usability” quality
characteristic into consideration. The questions are always asked with a view to achicve a
business driver and architecture driver (goal of the system). Stakeholders are expected to
answer question by providing answers in the form of subjective and objective metrics. If
system’s architecture is designed in such a manner where it fulfills business goals using

MoQaMo model, then we claim to say that stakeholders would be satisfied with system’s

l Characteristics , |

.

Refined into

operation.

j b
1 Sub-Characteristics Define Scope of‘—>1 Questions ‘

o Tf

J ] |
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Figure 3.2: MoQaMo Conceptual Model with respect to GQM approach
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The process of setting goals is critical to the successful application of the MoQaMo model.

A goal should be expressible with four dimensions; (i) Issue, (ii) Objects, (iii) Purpose, (1v)

Viewpoints. The Measurement Goal Template (MGT) is helpful in the operationalization

of quality goals. It also addresses the characteristics that are to be included in an evaluation.

MGT [Table 3.1] makes the MoQaMo model more flexible by adjusting it according to the

context of a particular software project [27].

Issue

~(Quality Focus)

LNo ‘ Dimensions ‘Deﬁnition
1

Which characteristics of the object are taken into
consideration?

Object

What is the artifact to be evaluated?

Why is the object analyzed?

2
3 Purpose
4

Viewpoint

Who will evaluate?

Table 3.1: Measurement Goal Template (MGT)
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In order to provide an example of the application of the MoQaMo model. let’s assume we
want to improve the performance of the altitude monitoring device of an airplane. The
resulting goal will specify the purpose (improve), an object (altitude monitoring device),
' the viewpoint (aeronautical engineer) and a quality issue (efficiency). The MoQaMo Model

is presented in Table 3.2.

, e ~4-Improve the efficiency of aiﬁtude monitoring device
Ghatacterislic/Gonl o _from an aeronautical engineer’s viewpoint.

Sub-Characteristics Time Behavior

| Time Behavior

The device should return information within specified time.
J

How much time does the device take to send information to the screen?

0.25 ms

What is the response time of the device in calculating the altitude?

0.5ms

What is the frequency of information production?

20 times / minutes

Once in every 3 sec.

Table 3.2: The MoQaMo Model for altitude monitoring device

First we identify the business driver and that is to increase the efficiency of altitude
monitoring device in an airplane. This business driver is translated into a quality
characteristic of the system. Here we have an “Efficiency” quality characteristic with its
refined sub-characteristic “time behavior” and “resource behavior”. We only take “time
behavior” sub-characteristic only and ask stakeholders of the system to raise relevant
- questions. The questions are raised under the scope of a particular scenario. The questions
are always asked in the context of a well defined scenario. Stakeholders are encouraged to
raise only those questions which can help in achieving a goal. Quality sub-characteristics
(in our case time behavior) restrict the definition of scenarios. Scenarios are selected.

defined, and analyzed under the scope of internal quality attributes.

(9]
wn
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4  Application of MoQaMo Model to a Case Study

We have selected the case study for which the Software Engineering Institute (SEI) has
carried out architecture evaluation using ATAM. The details of the case study can be found
at the SEI’s technical report [1]. We have applied the MoQaMo model to a BattleField
Control System (BCS). This system is designed with an aim to support army battalions in
controlling the movement, strategy and operation of troops in real-time BattleField. We
focus on two major quality requirements (Efficiency and Reliability) in the system. We
~ carry out evaluation by selecting different architectural approaches. Questions with metrics

as their answers were identified from the stakeholders’ perspective.

4.1Driving Architectural Requirements

A commander commands a set of soldiers and their equipments, including different kinds
of weapons and sensors. External systems need to be interfaced with the BCS system in
order to capture its commands and intelligence information. The commander communicates
with all the soldiers on a real-time basis. The system is considered to be working if there is
a working commander along with a number of soldiers. The failure of the system depends
upon the life of the commander. The commander fights the battle according to mission plan
and utilizes its available resources during the battle. A radio modem with 9600-baud speed
* supports the communication between the commander and the soldiers. There 1s a need for
extreme level of robustness and a number of performance goals should be considered. The
system 1is also subject to frequent modifications. The evaluation of this system requires
careful consideration of different architectural approaches, quality requirements of the

system, stakeholders’ expectations in the form of documented questions and scenarios.

4.2High-Level Architectural Views

We give a few high-level architectural views of the BCS to flesh out our understanding
about its working structure. We are not going to present detailed architectural
documentation of the system. From hardware view shown in Figure 4.1, we observe that

the commander is central to the system. In fact, the commander node acts as a server and

fulfils the clients (soldiers) requests. Inter-node communication between the clients and the
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server is only through encrypted messages sent via a radio modem. The soldier with shaded

box represents a backup soldier. A Backup soldier takes the responsibility of the
 commander in case of death of commander. Thus a backup soldier needs to be updated
frequently with all the information that commander possess during the battle, so that a

backup soldier should be smart enough to replace the position of commander.

Command and
Control System

Soldier

#‘ Commander l,,
¥ « 3 -

Figure 4.1: System view of BCS

The module decomposition view shown in Figure 4.2 identifies major components of the
system. This view may include many more modules but for better understanding, we have
mentioned only a few. The module decomposition view consists of Decision Support
System (DSS), Communication Manager (Comm. Mgr) and Battle Controller
(B.Controller).

Decision Support System: This part of the system facilitates the provision ot intelligent
information to other components like Battle Controllér (B.C) and Communication Manager
(Com.Mgr). The commander uses intelligent information during the battle. For example,
. the commander should know which weapon to use at which time and which soldier need to
be moved forward and which soldiers need to be kept in defense. Decision support system
has a knowledge base which contains ail the mission plans, weapon information, soldiers’

profiles and other relevant system information.

Communication Manager: This is responsible for streamlining and floating all information
among different parts of the system. Radio modem is the device used to transfer
information within soldiers and commander. Com.Mgr encrypts, decrypts, moves, formats

and distributes information within the system. The battle requires a quick transfer of

Metric-Oriented Quality Model for Architecture Tradeoff Analysis Method 38



Chapter 4 Application of MoQaMo to a Case Study

messages (data with different size and structure) among software system. Thus to achieve
efficiency quality perspective of the system, it is necessary to understand the complete

working structure of communication manager.

Battle Controller: Battle Controller (B.Controller) helps to provide coordination among all

- the components of the system. The commander needs to move soldiers within battlefield

according to mission plan and battle strategy. B.Controller also facilitates in managing the

switching position of backup soldiers to commander position.

Figure 4.3 shows a module layered view. In this view, the BCS application layer is using

the services of its lower layers. The BCS Application Programming Interface (API) layer is

developed over .Net framework and provides a programmable interface to the layer above

it.
1

BCS Application —‘

BattleField Control System ‘
BCS API

Dss Com. Mgr

B.Controller .Net
» Sub-System R ’ X —$ v Xis allowed to use Y \
Figure 4.2: Module decomposition view Figure 4.3: Module Layered View

Architectural approaches are considered with respect to modifiability, availability, and
performance. To achieve availability, a backup commander approach was described.
Availability and performance of the system are found to be a high priority of the
stakeholders. The MoQaMo model attempts to organize the architectural evaluation process

by eliciting information for desired quality characteristics through high involvement of

~ stakeholders. This organized and efficient structure helps an evaluation team to realize

those architectural approaches and architectural decisions that cater for the desired quality
characteristics (quality goals). The MoQaMo model serves as a guideline and well-defined

structure to evaluate software architectures using ATAM.
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4.3 Architectural Evaluation

From the case study, we observed that the stakeholders were highly interested in system
availability, modifiability and performance. In order to achieve availability, an architcctural
approach was needed to be employed which could sustain the existence of the commander
in the battlefield. We will only consider availability and performance of the system in
evaluating architecture. We observe that system availability is primarily affected by the
failure rate of the commander, the repair rate of the commander (the time required for the
backup to become commander) and the repair rate of the backup (the time required for the
+ soldier to become a backup). The shaded soldier node indicates the backup. According to
the existing architecture, availability of the system is assured by provoking the backup
soldier node to mirror the commander’s state through acknowledged communication (state

messages) with commander. Upon failure of the commander, the backup takes over as the

new commander.

To achieve high availability (a high level of readiness), an alternative architecture proposed
that the multiple soldier nodes could be put to monitor the commander-to-backup
communication. The backup soldiers could be acknowledged backups (requesting resends
of missed packets) or could be passive backups (silent receiver packets) or a mixture of
these concepts. In the case where packets are not acknowledged, the state of the backup
~ database would increasingly drift from that of the commander. If one of these backups is
called upon to become the commander, it would need to engage in some negotiation (with

the external systems and/or the other Soldier nodes) to complete its database.

It is clear to say that the availability of the system increases as the number of backups is
increased, because the system can survive multiple failures of individual nodes without

failing its mission.
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4.4 Comparison and Results
" Classic ATAM:

In classic ATAM, information on the architectural approaches with respect to modifiability,
availability and performance scenarios was elicited. The system was loosely organized
around the notion of clients and servers. This dictated both the hardware architecture and
the process architecture and affected the system’s performance characteristics. In addition

to this style

- For availability, a backup commander approach was described

- For modifiability, standard subsystem organizational patterns were described

- For performance, and an independent communicating components approach was described.

The stakeholders in this ATAM were most interested in modifiability and performance.
Upon probing, however, they admitted that availability was also of great importance to
them. Based upon stated concerns and elicitation, a utility tree was created. As part of
elicitation process fhey ensured that each of the scenarios in the utility tree had a spccific

stimulus and response associated with it.

Evaluation team requested specific additional architectural information to address the gaps
in the documentation produced by the contractor. These requests were in the form of

questions such as:

What is the structure of the message-handling software (i.e., how is the functionality is broken down in

terms of modules, functions, APIs, layers, etc.)?

What facilities exist in the software architecture (if any) for self-testing and monitoring of software

components?

- What facilities exist in the software architecture (if any) for redundancy, liveness monitoring,
failover, and how data consistency is maintained (so that one component can take over from another

and be sure that it is in a consistent state with the failed component)?

- What is the process and/or task view of the system, including mapping of these processes/lasks to

hardware and the communication mechanisms between them?

- What functional dependencies exist among the software components (often called a “uses” view)?
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- What data is kept in the database (which was mentioned by one of your stakeholders), how big is it,

how much does it change, and who reads/writes it?

- What is the anticipated frequency and volume of data being transmitted among the system

components?

(H,H)
. X Ballistics kernel computation
— Performance _l: Response time < 1sec (HM)

Inter-node message transfer

New msg format < 1 p.m. (M,H)
Change from JVM to EJVI
Utility —— Modifiability New msgdatatype<1pw.

Changeweb Ul <2 pw

HW failure MTTR < 5 mm.—EHM

Failure of commander node

Diskless aperation
_ Availability pe

Survive single network faillure

Figure 4.4 ATAM Utility tree

The utility tree shown in Figure 4.4 above contains utility as the root node. This is an
expression of the overall “goodness” of the system. Typically the quality attributes of
performance, modifiability, security, and availability are the high-level nodes
immediately _under utility, although different stakeholder groups may add their own
quality attributes or may use different names for the same ideas (for example, some
stakeholders prefer to speak of maintainability). Under each of these quality factors are
specific sub-factors. For example, performance is broken down into “data latency” and
“transaction throughput”. This is a step toward refining the attribute goals to be
concrete enough for prioritization. Notice how these sub-factors are related to the
attribute characterizations. Latency and throughput are two of the types of response
measures noted in the attribute characterization. Data latency is then further refincd into
“Minimize storage latency on customer database” and “Deliver video in real-time.”
Throughput might be refined into “Maximize average throughput to the authentication

server.”

Metric-Oriented Quality Model for Architecture Tradeoff Analysis Method 42



Chapter 4 Application of MoQaMo to a Case Study

Further work on these scenarios would, in fact, make these architectural response goals

even more specific, €.g., “Storage latency on customer database no more than 10 ms. on

average.”

The output of utility tree generation provides a prioritized list of scenarios that serves as

a plan for the remainder of the ATAM. It tells the ATAM team where to spend its

(relatively limited) time, and in particular where to probe for architectural approaches

and risks. The utility tree guides the evaluators to look at the architectural approaches

involved with satisfying the high priority scenarios at the leaves of the utility tree.

Additionally, the utility tree serves to concretize the quality attribute requirements,

forcing the evaluation team and the customer to define their “XYZ-ility” requirements

very precisely.

Our Proposition

On the basis of the stated requirements, we attempt to generate utility tree by following

a set of guidelines. We employ ISO 9126 quality model and GQM approach in order to

achieve quality attribute characterization.

Guidelines:

Search for the quality attribute in the ISO 9126 framework.
Pick up the sub-characteristics for that quality attribute.
Declare each sub-characteristic as a goal according to the GQM approach.

Raise a question against each sub-characteristic such that its answer can realize the achievement of

that goal.

Provide answer to the question in the form of well-defined measures. Measures should serve as

response measures in the characterization of sub-characteristics.

In case, quality attribute, that needs to be characterized, is not found in ISO 9126 framework then

declare quality factor as a goal and raise questions in order to realize the goal.

Organize the quality factor with its elicited information in the form of a hierarchy. The leaf node

should be scenario.
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Using the BCS case study, we observe that Performance and Availability take high
importance in the architecture evaluation. So we follow the proposed guidelines in

order to generate ATAM utility tree.

Performance Quality Attribute

In order to characterize Performance Quality attribute, we refer to ISO 9126 quality
model. There we find Efficiency quality attribute with its refined sub-characteristics i.e.

Response Behavior and Resource Behavior.

We declare response behavior as a goal and we will raise the questions against this
quality attribute. Derived metrics would justify the answers to the raised questions.
From the sub-characteristic in the form of goal, its relevant questions and metrics

would help us to get the set of well defined scenarios.

From IS0 9126 Quality Model

Response Behavior

Efficiency

Resource Behavior
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Response Behavior represents the architectural stimulus. We need to accommodate the
change in architecture according to this stimulus. So achievement of sub-characteristic

response behavior motivates us to declare it as a goal.

GOG' « Improve the Response behavior of the system from evaluation team’s viewpoint.

Question: What is the communication speed between the commander and the soldiers?
Answer: 9600 baud (9600 bits/sec) or 9.6 kbits / sec

Question: How much time is required to download mission plans?
Answer: 280 kbits / 9.6 kbits/sec = 29.17 sec

Question: How much time does it take to make updates to environmental database?
Answer: 280 kbits / 9.6 kbits/sec = 29.17 sec

_ Question: How much time 1s required to acquire issued orders (for 24 soldiers)?
Answer: 24 soldiers * (18 kbits / 9.6 kbits/sec) = 45 sec

Question: What is the time needed to acquire information about the inventories (for 24
soldiers)?
Answer: 24 soldiers * (42 kbits / 9.6 kbits/sec) = 105.0 sec

Question: How much time is required for a soldier to become a backup (in casc of 24
soldiers)?
Answer: It takes 216.05 sec for a soldier to become a backup
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From the above discussion about efficiency quality factor’s sub-characteristic Response

Behavior by applying the GQM approach, we derive scenarios that would serve as the

leaf nodes of the utility tree.

Scenarios

I- Communication speed between the commander and the soldiers should not drop below 9.6 kbits/sec.
2- Timeis required to download mission plans should be reduce to 15 sec.

3- Time that makes updates to environmental database is 6.88 sec.

4-  Time required to acquire issued orders (for 24 soldiers) should not exceed more than 30 sec.

5- Time needed to acquire information about the inventories (for 24 soldiers) is 105.0 sec.

6- Time required for a soldier to become a backup (in case of 24 soldiers) should be minimized to 150

secC.

Utility tree generation:

r—  Communication speed between the commander and

Efficiency —— Response the soldiers should not drop below 9.6 kbits/sec

Behavior

——  Time is required to download mission plans

Utility should be reduce to 15 sec.

Time that makes updates to environmental
database is 6.88 sec.

L Time required to acquire issued orders (for
24 soldiers) should not exceed more than 30

——  Time needed to acquire information about
inventories (for 24 soldiers) is 105 sec
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5 Conclusion

Adapting the architecture in earlier steps of development is recommended but its
evaluation is more important. The MoQaMo model supports the quantifiable evaluation
of software architecture by giving measures to the refined quality attributes. The Goal
Question Metric approach assists in defining the subjective as well as objective metrics
with a high involvement of stakeholders of the system. The model does not restrict itself
only to measurement specification but is flexible enough to be applied to any
attributed-based architecture analysis method. The proposed model focuses on the
analysis phase of the ATAM and guides all the remaining evaluation process. Another
important aspect that will be explored in the near future is the definition of metrics for
architectural approaches. This would make it possible to map appropriate architectural

approaches to meet quality attributes in an architecture evaluation process.

The architectures of substantial software-intensive systems are large and complex. They
involve many stakeholders, each of whom has their own agenda. These architectures are
frequently incompletely thought out or only partially documented. A method for
architecture evaluation has to consider and overcome all of these daunting challenges.
MoQaMo model is formed by following a set of guidelines to generate utility tree. Well-

defined utility tree lays out the foundation for evaluating architecture.

5.1 Benefits

We present the following benefits that were realized after the application of MoQaMo

model. These are enlisted below:

- Architecture Evaluation Method (ATAM) will be based on a Quality model.

- A clear exploration of user’s requirements in different contexts helps to approach
right software architecture.

- Architecture Evaluation process following MoQaMo model is easily understood,
manipulated and applied in different teams as well as different organizations.

~ The model allows producing objective and subjective metrics.

- A huge number of scenarios can be generated for each and every quality attribute.

- On the basis of well-defined utility tree, we can approach to a detailed level of

quality attribute characterization of quality characteristics on Architecture
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Tradeoff Analysis Method (ATAM) following MoQaMo model gives the right set
of architectural decisions and hence resulting in quality product.

- Quality of a software product can be assured at a very early stage of software
development life cycle.

- New requirements are identified in the form of scenarios.

- Important quality requirements are identified and analyzed.

- The method provided the stakeholders with a chance to give a critical look at the
system. It validated some architectural decisions and raised questions about

others.
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Appendix A Research Paper

Appendix A. Publication

Our research publication “Metric-Oriented Quality Model for Architecture Tradeoff
Analysis Method” has been published in the 9th International Conference on Quality
Engineering in Software Technology (CONQUEST'2006), Berlin Germany, Sep 27-29,
2006. This research paper proposes a modification to Architecture Tradeoff Analysis
Method (ATAM), one of the famous architecture evaluation method defined by the
Software Engineering Institute (SEI), Carnegie Mellon University.

The copy of the research paper is taken from the conference proceedings and is provided

in this appendix.
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Metric-Oriented Quality Model (MoQaMo)
for Architecture Tradeoff Analysis Method (ATAM)

A. Javed, A. Hafeez, K. Rashid, H. Farooq Ahmad

International Islamic University Islamabad

Abstract

It has been realized by the software engineering communijties that software
architecture serves as an important artifact in producing quality software
products. Architecture Tradeoff Analysis Method (ATAM) proposed by the
Software Engineering Institute (SEI) is considered to be a well-known
methodology for evaluating software architectures. Current research observes a
lack of proper guidelines and of a well-defined approach in the generation of a
quality attributes utility tree. This lack of standards has limited the usefulness of
this method. We proposed a quality model based on the 1SO 9126-1 quality
model. We support architecture evaluation using the Goal Question Metric
(GOM) approach to answer the questions raised by the stakeholders to fulfill
business drivers in the light of the ISO 9126-1 quality model. We have also
applied the method to the case study BattleField Control System (BCS) and
performed the architecture evaluation by presenting results to overcome the
existing problem.

1 Introduction

The purpose of architecture evaluation of software systems is to analyze the architecture
in order to identify potential risks and verify that quality requirements have been
addressed in the design. Architecture Tradeoff Analysis Method (ATAM) focuses on
understanding the consequences of architecture decisions with respect to quality
attribute requirements of the system [Kaz(00]. Quality is one¢ of the major issues
[KhoO05]. This has been the oldest practice in the software industry to predict the quality
of a software product from higher-level design [Bos00]. Currently software architecture
is considered to deal with software quality. It has been realized by the software
engineering community that software architecture serves as an important artifact in
producing quality software products [Dob02]. The Architecture Tradeoff Analysis
Method (ATAM) defines the attribute utility tree to provide a top down mechanism for
directly and efficiently interpreting the business drivers of the system into concrete
quality attribute scenarios [Kaz00]. Non-functional requirements, like performance,



)

18 A. Javed - A, Hafeez - K. Rashid - H. Farooq Ahmad

maintainability and reliability are represented as architectural drivers. The utility tree is
formed from the combination of these architectural drivers. These quality requirements
are refined into relevant attributes in order to get a prioritized list of scenarios that
serves as a plan for the remaining architecture evaluation process.

ATAM uses one level of quality characteristics. However there is not any specific
guideline to define the utility tree. Expression of quality view and the reason for one
level of refinement is ambiguous [Los03]. Attributes defined in the utility tree are
measured in terms of stimuli, parameters and responses. After having a utility tree, we
see that there is a lack of coordination among quality characteristics, their refined
attributes and resulting scenarios which also attempt to specify measure to attributes.

The purpose of this research is to propose Metric-oriented Quality Model
(MoQaMo) based on the 1SO 9126-1 [ISO01][1SO98] framework. MaQaMo utilizes the
Goal Question Metric (GQM) approach to support software architecture evaluation by
answering the quantifiable questions raised by the stakeholders to fulfill business
drivers (goals) over the ISO 9126-1 framework. Our work attempts to replace the utility
tree used in Architecture Trade off Aualysis Method (ATAM) with the MoQaMo
model. MoQaMo guides the architecture evaluation process by clearly emphasizing the
major quality characteristics. This helps to identify quantifiable questions and a relevant
set of metrics derived in order to fulfill the goals.

The remaining part of the paper is as follows. Section 2 discusses different quality
models and identifies their weak aspects. The ISO 9126-1 quality model is elaborated
with a view as how it supports our wotk. Section 3 explains the proposed MoQaMo
model and gives an overview of the application of the model. Section 4 describes the
MoQaMo model using a case study BattleField Control System (BCS) taken from SEI’s
technical report [Kaz(00]. Finally, conclusion and directions for future work are
presented in Section 5.

2 Related Work

2.1  Quality Models

A quality model represents an interaction between a set of characteristics and sub-
characteristics. This relationship serves as a foundation for specifying quality
requirements to assess quality [Kho05]. Despite the growth in software industry, it is
surprising that no scrious attention is paid to the arca of cvaluating sofiware quality
[KhoO4]. Quality is hard to define, impossible to measure and easy to recognize
[Bar96]. KAN [Kan03] states “Quality is not a single idea, but rather a
multidimensional concept™.  Furthermore the 1SO 9126-1 quality model [ISO01]
explains that software quality characteristics are a combination of attributes of a
software product and that these attributes determine its quality. All these definitions
provide different views on quality. In order to arrive at the best definition, quality
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models are required that link measures of software artifacts with external, high-level
quality characteristics [Bar96].

A major part of McCall’s model [Mcc77] is the creation of a relatlonshlp between
quality characteristics and metrics. However, there has been a criticism on metrics
estimation. McCall’s model attempted to give objective metrics, whereas software
metrics are objective as well as subjective, and subjective measuremgnt of quality
comes from human estimation [KhoO5].

Bochm's model [Boe78] is an extension ot McCall’s model mth an emphasis on
maintainability of a soflware product. Bochm’s modcl docs not give any suggestions
about measuring the quality characteristics, so we observe an absence of coordination
among metrics, sub-characteristics and super characteristics.

The drawback found in the FURPS model is that it does not take software product
portability into consideration [Mar02].

ISO (international Organization for Standardization) proposed a standard which
provides a framework for organizations to define the quality model for a software
product [ISO98]. The motivation behind the provisions of this model is to standardize
the evaluation of software products. The 1SO 9126 model identifies the internal and
external quality characteristics of a software product. The downside of this model is the
question how these aspects can be measured [Mar02].

2.2 1S0O 9126-1 Quality Model

The ISO 9126-1 quality model defines a set of characteristics of a product or service
that have the tendency to satisfy stated or implied needs. It suggests a set of six major
quality characteristics, which serves to describe and evaluate the quality of software
into sub-characteristics, until the attribute or measurable properties are achieved
[ISO01]. The ISO 9126-1 quality model provides the devclopment tcam with a
consistent terminology and structure. Fig. 1 shows the relations among the elements of
the 1SO 9126-1 quality model. The high-level characteristics are refined into sub-
characteristics.

Attribute 1

" by
,' Attribute 2 '————»’ Metric l

Refined into

Sub-characternstic 1

Sub-characteristic 2

Sub-characteristic n '

Fig. 1: Relations among quality model elements

Characteristic

Refined into Attribute n

e s ¢ g T i AT NI VNI SRR
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The definition of high-level quality characteristics of the ISO 9126-1 standard is given
in Tab. 1.

Tab. 1: 1SO 9126-1 Generic Quality Model

- Characteristics Description

capability of the software product to provide functions which
meet stated and implied needs when the software |s used
under specified conditions (what the software does to fulfill
needs) : : '

Functionality

capability of the software product to maintain its level of

’ Reliability performance under the stated conditions for a stated period of
" : time :
Usabilit capability of the software product to be easy to use whegn used
) _ y under specified conditions (the effort needed for use)
1 capability of the software product to provide appropriate
Efficiency performance, relative to the amount of resources used, under

the stated conditions

{
A}
I capability of the software product to provide appropriate
Maintainability performance, relative to the amount of resources used, under
the stated conditions

This describes the capability of the software product to be
I Portability transferred from one environment to another. The environment
may include organizational, hardware or software environment.

2.3 Architecture Tradeoff Analysis Method (ATAM)

The purpose of the Architecture Tradeoff Analysis Method (ATAM) is to assess the
consequences of architectural decisions in the light of quality attribute requirements
|Kaz 00]. The method locuses on the identification of business drivers that lcad to
quality attribute goals. ATAM helps to analyze how architectural styles support the
achievement of these quality attribute goals.

‘ ) Quality attribute utility tree gencration is an important step in ATAM because it
‘ guides the remainder of the analysis. However, it is observed that there is no guideline
‘ ) for how to arrive at the utility tree. The quality attributes defined in the utility tree do

not show their meanings due to their undefined hierarchical structure. That is, it does
not indicate the real meaning of a particular quality attribute in the required context.
The stakeholders can take many interpretations from these quality attributes defined in
the utility tree which could result in an ambiguous architecture evaluation. Furthermore,
we sce that the placement of quality attributes in the utility tree is not based on a well

et en g PR
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defined standard [Los03]. According to the case study [BouOGj, it is found difficult to
come up with a quality attribute utility tree. Its preparation is time-consuming and
tedious. Without clear guidclines, obstacles will occur when building up such a tree.

3 MoQaMo: The Proposed Model

Our proposed Metric-Oriented Quality Model (MoQaMo) is based on the 1SO 9126-1
standard. The model is designed with a view to support evaluation of architecture using
ATAM. For any evaluation process, it is necessary to have ‘well-defined evaluation
criteria. Evaluation criteria helps to identify what characteristi¢cs of the target
(architecture to be evaluated) are of interest for evaluation pu"rposes‘ [Mar00]. One of
the steps in ATAM is the generation of the quality attribute utility treg. This utility tree
serves as evaluation criteria for discovering architectural: risks associated with
architectural approaches. The utility tree in ATAM is elicited by focusing on the
business drivers. Business drivers represent the goals that have to be achieved. In
practice, we see that major quality characteristics like performance, maintainability,
portability, etc. are captured as business drivers and put in the utility tree to define
evaluation criteria. We also observe that these major characteristics are refined into sub-
characteristics without any guiding principle. The definition of quality attributes is only
supported through scenarios, which are gathered from stakeholders. The quality
attributes get different definitions each time they are applied within ATAM. Due to
varying interpretations of these quality attribute requirements, the usefulness of ATAM
becomes limited within the software industry. It is seen that the same quality attribute
names vary from evaluation to evaluation. One organization’s “maintainability” is
another  organization’s  “changeability”. Reliability and availability are often
interchanged [Bas03]. It proved to be difficult, time-consuming and disappointing to
come up with a utility tree. A lack of clear and concrete guidelines hindered the
generation of a quality attribute utility tree [Bou06]. As a result, communication among
stakeholders, which is a crucial activity of ATAM, was badly aftected.

MoQaMo Model is proposed with a view to bring an improved modification in
ATAM. We attempt to replace the utility tree by the proposed model. MoQaMo is based
on the ISO 9126-1 standard. This model incorporated all the major six characteristics
and their respective sub-characteristics. These quality characteristics define the scope of
evaluation criteria, which support the architecture evaluation team in an organized and
systematic manner. The quality attributes are taken from the ISO 9126-1 quality model
because these describe the high-level characteristics in a more relevant way and guide
to achieve the quality of a software product within a well-defined scope. High-level
quality characteristics can be represented as architectural drivers. It is clear that the
purpose of ATAM is to evaluate the consequences of architectural decisions in the light
of architectural drivers. We consider these architectural drivers as architectural goals.
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To equip our model with the ability to define appropriate metrics, the Goal Question
Metric (GQM) approach [Bas94] has been applied. This approach is based on the
assumption that organization must specify the goals for itself and its projects, then it
must trace those goals operationally and finally providc a framework for interpreting
the data with respect to the stated goals.

elall) ﬂ :

A

fulfil Questions (¢-answer
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Lo,
e
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define Identify

R el Scanar
Analysis
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[ Tradeoffs }4—
Risk Themes [¢——distilled inlu—m

Fig. 2: MoQaMo Conceptual Model with respect to ATAM

From the conceptual modcl as shown in Fig. 2 we see that business drivers arc treated
as goals. The architecture evaluation process is exercised to attain these goals. The
high-level quality attributes follow the structurc provided by the 1ISO 9126-1 standard.
The well-defined structure of the 1SO 9126-1 quality model motivates to use quality
characteristics in the MoQaMo model. These quality characteristics in 1SO 9126-1 are
structured with a view to ensure quality of software products. The sub-characteristics
(attributes) help to identify quantifiable questions, which are asked in order to fulfill
goals (high level quality characteristics). The application of the MoQaMo Model
appreciates the involvement of stakeholders in the architecture evaluation process.
Questions are raised by the stakeholders in order to observe whether architectural
approaches address quality attributes in question or not. In ATAM, we see that quality
attributes are defined and covered up by the elicitation of scenarios, that is, scenarios
define the context of quality attributes according to the evaluating system. These
scenarios pave the way for quantifiable questions to be asked according to relevant sub-
characteristics. Once all the relevant questions are defined for a particular goal, metrics

-k
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have to be specified in order to answer the quantifiable questions. Each-question can be
answered with a single or multiple metrics. After having a collection of metrics, we can
start analyzing the architecture with the candidate architectural approaches and can
assess the consequences of architectural decisions. This particular suite of metrics helps
to take justifiable architectural decisions. The analysis which is a core process in
ATAM gets improved due to high involvement of stakeholders, a well-defined
evaluation criteria and availability of appropriate set of metrics. The same metrics can
be used in order to answer different questions for the same goal. We also give another
conceptual model [Fig. 3] for MoQaMo with respect to the GQM approach that shows
its different components.and the interaction among them.

Goal

Characteristics

Refined into

Sub-Characteristics

Define Scope of —p Questions

X i
Cover up
l

Scenario Support Answer

f |

Ellicit

J Metric
i i i [————Raise

Stakeholders Assign

Fig. 3: MoQaMo Conceptual Model with respect to GQM approach

The process of setting goals is critical to the successful application of the MoQaMo
model. A goal should be expressible with four dimensions; (i) Issue, (ii) Objects, (iii)
Purpose, (iv) Viewpoints. The Measurement Goal Template (MGT) is helpful in the
operationalization of quality goals. It also addresses the characteristics that are to be
included in an evaluation. MGT, shown in Tab. 2, makes the MoQaMo model more
flexible by adjusting it according to the context of a particular software project [Tre03].

-
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Tab. 2: Measuremen: Goal Template (MGT)
No Dimensions | Definition
i Issue Whic?h ch'uractcristics of the object arc taken into
(Quality Focus) consideration?
2 Object What is the artifact to be evaluated?
3 Purpose Why is the object analyzed?
4 Viewpoint Who will evaluate?

In order to give an example of the application of the MoQaMo model, let’s suppose we
want to improve the performance of the altitude monitoring device of an airplane. The
resulting goal will specify the purpose (improve), an object (altitude monitoring
device), the viewpoint (aeronautical engineer) and a quality issue (efficiency). The
MoQaMo Model is shewn in Tab. 3.

Tab. 3: ' The MoQaMo Model for altitude monitoring device

Characteristic/Goal

Improve the efficiency of altitude monitoring device
from an aeronautical engineer’s viewpoint.

Sub-Characteristics Time Behavior

M-3a
M-3b

Time Behavior

o e ", d 7o ir 1,

How much time does the device take to send information to the screen?

0.25 ms

What is the response time of the device in calculating the altitude?

0.5ms

What is the frequency of information production?

20 times / minutes

Once in every 3 sec.
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4 Application of MoQaMo Model to a Case Study

We have selected the case study for which the Software Engineering Institute (SEI) has
carricd out architecturc cvaluation using ATAM. The details of the case study can be
found at the SED’s technical report [Kaz00). We have applied thc MoQaMo model to a
BattleField Control System (BCS). This systein is designed with an aim to support army
battalions in controlling the moverent, strategy and operation of troops in real-time
BattleField.

4.1 Driving Architectural Requirements

There is a commander who commands a set of soldiers and their equipments, including
many different kinds of weapons and sensors. External systems need to be interfaced
with the BCS system in order to capture its commands and intelligence information.
The commander communicates with all the soldiers on a real-time basis. The system is
considered to be working if there is a working commander along with a number of
soldiers. The failure of the system depends upon the life of the commander. The
commander fights the battle according to mission plan and utilizes its available
resources during the battle. A radio modem with 9600-baud speed supports the
communication between the commander and the soldiers. There is a need for extreme
level of robustncss and a number of performance goals should be considered. The
system is also subject to frequent modifications. :

4.2 High-Level Architectural Views

We give a few high-level architectural views of the BCS to flesh out our understanding
about its working structure. We are not going to present detailed architectural
documentation of the system. From hardware view shown in Fig. 4, we observe that the
commander is central to the system. In fact, the commander node acts as a server and
fulfils the clients (soldiers) requests. Inter-node communication between the clients and
the server is only through encrypted messages sent via a radio modem,

Soldier
e

Command and ] Soldier

Control System [$~.___ e
~~~~~~~~~~~ 4 y x

—a Y )
[ soldier
Soldier @

Fig. 4. System view of BCS
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The module decomposition view shown in Figure 5a. identifies the major components
of the system. This view may include man' more modules but for better understanding,
we have mentioned only a few. The module decomposition view consists of Decision
Support System (DSS), Communication Manager (Comm. Mgr) and Battle Controller
(B.Controller). Figure 3b shows a module layered view. In this view, the BCS
application layer is using the services »f its lower layers. The BCS Application
Programming Interface {(API) layer is developed over .Net framework and provides a
programmable interface to the layer above it.

BCS Application

BattleField Control System .
DSS Com. Mgr BCS AP
B.Controller .Net

Key [:_] Sys.em Ksy[:: Leyer

" Sub-System X—p ¥ Xisalowedtouse Y

Fig. 5a: Module decomposition view Fig. 5b: Module layered view

Architectural approaches are considered with respect to modifiability, availability, and
performance. To achieve availability, a backup commander approach was described.
Availability and performance of the system are found to be a high priority of the

_ stakcholders. The MoQaMo model attempts to organize the architectural evaluation

process by eliciting information for dcsired quality characteristics through high
involvement of stakeholders. This organized and efficient structure helps an evaluation
team to realize those architectural approaches and architectural decisions that cater for
the desired quality characteristics (quality goals). The MoQaMo model serves as a
guideline and well-defined structure to evaluate software architectures using ATAM.

4.3 Architectural Evaluation

From the case study, we observed that the stakeholders were highly interested in system
availability, modifiability and performance. In order to achieve availability, an
architectural approach was needed to be employed which could sustain the existence of
the commander in the battlefield. We will only consider availability and performance of
the system in evaluating architecture. We observe that system availability is primarily
affected by the failure rate of the commander, the repair rate of the commander (the
time rennired for the backun to become commander) and the repair rate of the backup
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(the time required for the soldier to become a backup). The shaded soldier node
indicates the backup. According to existing architecture, availability of the system is
assured by provoking the backup soldier node to mirror the commander’s state through
acknowledged communication (state mcessages) with commander. Upon failure of the
commander, the backup takes over as the new commander.

To achieve high availability (a high level of readiness), an alternative architecture
proposed that the multiple soldier nodes could be put to monitor the commander-to-
backup communication. The backup soldiers could be acknowledged backups
(requesting resends of missed packets) or could be passive backups (silent receiver
packets) or a mixture of these concepts. In the case where packets are not
acknowledged, the state of the backup database would increasingly drift from that of the
commander. If one of these backups is called upon to become the commander, it would
need to engage in some negotiation (with the external systems and/or the other Soldier
nodes) to complete its database.

It is clear to say that the availability of the system increases as the number of
backups is increased, because the system can survive muitiple failures of individual
nodes without failing its mission.

The MoQaMo model for reliability, shown in Tab. 4, documents the reliability
quality attribute in addition to scenarios and relevant questions that aim to achieve this
goal. The symbols used are S, Q, and M that represent Scenarios, Questions and Metrics
respectively. We know that reliability concerns to the successful working of the system,
therefore availability is used as a substitute to the recoverability sub-characteristic while
documenting the MoQaMo model.

Tab. 4.  MoQaMo Model for Reliability Quality Characteristic (Goal}

Increase the reliability of the system from an evaluation

Characteristic/Goal e
team’s viewpoint.

Sub-Characteristics Recoverability/Availability Maturity Fault-Tolerance
Availability
( 4 O (e o1l
Q What is the failure rate of the commander?

M-1 Unknown

QU What is the repair rate of the commander?

M-2 10 sec

Q What is the repair rate of the backup?

M-3a 5 min
M-3b 300 sec
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Increase the reliability of the system from an evaluation

Characteristic/Goal . R
team’s viewpoint.

Sub-Characteristics | Recoverability/Availability Maturity Fault-Tolerance

Availability
- s Fa;'ltgre af the commander ne.(H,HJ

i
} i

What is the number of backup soldiers in current battlefield?

24

What is the number of acknowledging backups and passive backups?

15 acknowledging backups and 9 passive backups

4 How is the failure of the commander detected?

The backup soldier has employed “Pull Heart Beat” mechanism to see the
health status of the commander.

Q<1 Which availability tactic is used to achieve availability?

M-7 “Fail Over Cluster Pattern”

Ba p doldie ee 0 he:s 0 /

Which approach is used for state synchronization between commander and

Q-8 ol
soldiers?
M-8 “Hot Standby” technique is used: the internal state of the commander is
immediately copied to backup soldier.
A Do the commander and the soldiers use shared storage device to maintain
their states?
M-9 No storage area network exists.

At the same time, performance of the system was also a considerable architectural
driver. The communication between the commander and the soldier was made via a
radio modem with 9600-baud speed. Due to this constraint, the performance model was
tfocused on capturing those architectural decisions that affected message sizes and
distributions. To turn a soldier node into a backup, the backup acquires information
about all missions, updates 1o the environmental database, issucd orders, current soldier
locations and status, and detailed inventories from the soldiers. The MoQaMo model for
cfficiency shown in Tab. 5 represents the efficiency quality attribute with a supporting
set of scenarios and questions.
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Tab. &: MoQaMo Model for Efficiency Quality Characteristic (Goal}

Improve the efficiency of the system from evaluation

Characteristic/Goal e .
team’s viewpoint.

Sub-Characteristics Time Behavior Resource Behavior

Time Behavior

Ty N 1 : |
Turning a §qldier node into a ;backup (f_{,L)

B What is the communication speed between the commander
B and the soldiers?

9600 baud (9600 bits/sec) or 9.6 kbits / sec

BN What is the size of mission plans to be downloaded?

280 kbits

228 How much time is required to download mission plans?

280 kbits / 9.6 kbits/sec = 29.17 sec

What is the size of updates to environmental database to be made by the
backup soldier?

66 kbits

-How much time does it take to make updates to environmental database?

66 kbits / 9.6 kbits/sec = 6.88 sec

How much time is required to acquire issued orders
(for 24 soldiers)?

24 soldiers * (18 kbits / 9.6 kbits/sec) = 45 sec

How much time does it take to get the location and status of soldiers
(for 24 soldiers)?

24 soldiers * (12 kbits / 9.6 kbits/sec) = 30 sec

|l What is the time needed to acquire information about the inventories
(for 24 soldiers)?

24 soldiers * (42 kbits / 9.6 kbits/sec) = 105.0 sec

How much time is required for a soldier to become a backup
(in case of 24 soldiers)?

It takes 216.05 sec for a soldier to become a backup.
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Improve the efficiency of the system from evaluation

Characteristic/Goal o .
team’s viewpoint.

Resource Behavior

Sub-Characteristics Time Behavior

Time Behavior

b S—c{ a Thef ystem is 'required ? run wi{j: 35 soldiers.(L,H)

How much time is required to acquire issued orders
(for 35 soldiers)?

35 soldiers * (18 kbits / 9.6 kbits/sec) = 65.63 sec

How much time does it take to get the location and status of soldiers
(for 35 soldiers)?

35 soldiers * (12 kbits / 9.6 kbits/sec) = 43.75 sec

Q-19

What is the time needed to acquire information about the inventories

. _"A 1 N
= }Q 2 M (for 35 soldiers)?
35 soldiers * (42 kbits / 9.6 kbits / sec) = 153.12 sec
: How much time is required for a soldier to become a backup

Q22

$5

(in case of 35 soldiers)?
It takes 298.55 sec for a soldier to become a backup.

- Acknowledging and pdssive backups need periodic updates from the
* cottmander to give a high state of readiness. '

Q523 Can acknowledging and passive backups give a high state of readiness?

Yes, the acknowledging backups are more ready to assume the
M-23 responsibilities of the commander much more quickly. Passive backups
need to negotiate with other nodes for missed information.

From Scenario S-6, what is the average message size in every
1 (10 minutes/ per minute / per second)?

Q24

M-24a | 59,800 kbits every 10 minutes
M-24b | 99.67 bits / sec (1% of the system’s overall communication bandwidth)

Once the scope of the evaluation has been set by the MoQaMo model elicitation
process, we attempt to probe for the architectural approaches that realize the important
quality attributes. Architectural decisions are documented and their relevant risks,
sensitivity points, and tradeoffs are identified. We associate the highest priority quality
attribute requirements (as identified in the MoQaMo modzl) with the architectural
approaches to realize them. As shown in Tab. 6, we capture an architectural approach
for availability quality attribute and present architectural decisions as well as some

reasoning.
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‘.sion:: as well as some

Tab. 6:  Architectural Approach description for Availability

High-level quality characteristic (goal): reliability
Quality attribute: recoverability/availability
Scenario S1 (failure of the commander node)

Stimulus: death of commander

Downtime: 10 sec (M2)

Number of acknowledging backups = 15 (M-5)
Number of passive backups = 9 (M-5)

Repair rate of the backup = 300 sec (M-3b)

Architectural decisions Risks z:;lnst:ivity ;;z;:te:ff
Failover cluster (M-7) S1

Pull Heart Beat (M-6) S2 T1
Ping/echo T2
Hot standby (M-8) S4

Transaction log R1

Backup network channel (M-10) R2

Acknowledging backups R3 56

Passive backups S7

Reasoning:

— The Pull Heart Beat mechanism requires the backup soldier ... (See S2, T1).

—~ According to ping/echo approach, the backup soldiers send a ping to the commander
at specific intervals of time and the ... (See T2).

— The shared communication channel between commander and soldiers is a major risk
... (See R2).

- Hot Standby technique gives the availability ... (See S4).

- The transaction logs mechanism, which requires the commander ... (See R1).
-~ A high number of acknowledging backups can negatively affect ... (See R3).
- Acknowledging and passive backups assuré availability ... (See S6, S7).

— Failover cluster pattern is aimed to achieve the availability. This involves ... (See S1).
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By having an appropriate set of metrics we can arrive at the right set of tradeoff points,
sensitivity points and risks. In Tab 6; &, R and T are mentioned as pointers to sensitivity
points, risks, tradeoff points respectively. The risks, sensitivity points and tradeoff
points are enlisted in Tab. 8.

We also provide reasoning for cfficiency quality characteristic. Tab. 7 presents
architectural decisions that were propesed in an architectural evaluation process.

Tab. 7: Architectural Approach description for Efficiency

High-level quality characteristic (goal): efficiency
Quality attribute: time behavior
Scenario S1 (turning a Soldier node into a backup)

Stimulus: Death of commander

Communication speed = 9600 baud (M-10)

Mission plan size = 280 kbits (M-11)

Time for soldier to become backup (in case of 24 soldier) = 216.05 sec (M-18)
Time for soldier to become backup (in case of 35 soldier) = 298.55 sec (M-22)
Time required to download mission plan (with Q15) =29.17 sec (M-12)

Time required to download mission plan (for 560 kbits mission size) =58.34 sec

Architectural decisions Risks Sepsitivity Tra‘deoff
points points

Hot standby (M-8) S8

Transaction log R4

Ping/echo T2

Communication channel . T4

Acknowledging backups (M-5) So

Passive backups (M-5) S10

Reasoning:

— Hot standby technigue involves a high communication ... (See S8).

- The transaction log mechanism though would tend to improve efficiency by reducing
message transmission ... (See R4).

- Ping/echo approach does not involve high communication overhead ... (See T2).
— Communication load was affected by various information exchanges ... (See T4).

— A high number cf acknowledging and passive backups could resuit in extreme
performance degradation and may resuit in a system breakdown ... (See §9, S10).
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In Tab. 8, all the architectural decisicns are specified with their relevant candidate risks.
A clear picture of all the relevant items including metrics, risks, and scenarios offer a
better reasoning opportunity about architectural approaches. The risks, sensitivity points
and tradcoff points are specificd in Tab. 8.

The MoQaMo model does not climinate the importance of scenario prioritization
and brainstorming process. Instead, it supports the involvement of the stakeholders by
inclining them to raisc a sct of approach-specific and quality-attribute-specific
questions. These questions catalyze deeper analysis of architecture with respect to the
desired quality characteristics. The prioritized scenarios can then be put in a MoQaMo
model for exploration of architectural approaches.

Tab. 8:  List of risks, sensitivily and tradeoff points

The transaction log mechanism, which requires the commander t¢ update its
R1 status in its own database, is a risk if commander fails, as its status would
also be lost.

The shared communication channel between commander and soldiers is a

R2 N s
major risk in case of communication channel breakdown.

A high number of acknowledging backups can negatively affect availability
R3 due to high resource demands (high communication bandwidth could result
in system hang status)

The transaction log mechanism though would tend to improve efficiency by
R4 reducing message transmission within nodes but it is a risk if commander
fails, as its status would also be lost.

Failover cluster pattern is aimed to achieve the availability. This involves

st switching of a backup soldier to the commander.

S2 Pull HeartBeat mechanism requirés the backup soldiers to monitor the status
of the commander periodically.

S4 Hot standby technique gives the availability of commander’s state in real-
time manner.

s6 Acknowledging and passive backups assure availability as these support
multiple backups (switchover backups) to show a high state of readiness.

s7 Passive backups provide availability to the system by not capturing high
communication bandwidth.

S8 Hot standby technique involves a high communication overhead because
commander’s status is copied to backup soldiers in real-time.
A high number of acknowledging and passive backups could result in

S9 - .
extreme performance degradation and may result in system breakdown.

s10 Passive backups are not very resource demanding as compared to

acknowledging backups.
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T1 The Pull Heart Beat mechanism is a resource demanding approach.

According to the ping/echo approach, the backup soldiers send a ping to the
commander at specific intervals of time and the commander responds with

2
T an echo to confirm it exists. This approach does not consume bandwidth
cost.
T4 Communication load was affected by various information exchange
requirements and availability :
Conclusion

The MoQaMo model supports the quantifiable evaluation of software architecture by
giving measures to the refined quality attributes. The Goal Question Metric approach
assists in defining the subjective as well as objective metrics with a high involvement of
stakeholders of the system. The model does not restrict itself only to measurement
specification but is {lexible enough to be applied to any attributed-based architecture
analysis method. The proposed model focuses on the analysis phase of the ATAM and
guides all the remaining evaluation process.

Another important aspect that will be explored in the near future is the definition of
metrics for architectural approaches. This would make it possible to map appropriate
architectural approaches to meet quality attributes in an architecture evaluation process.
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